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Abstract—Determining how to utilize and allocate budgets
for public infrastructure is an essential issue that local gov-
ernments face. For a beneficial budgeting plan to be made
for civil engineering infrastructure maintenance and projects,
a local government needs first to know the condition of its
infrastructure. Without such information, it is not possible to
create a plan that will use funds effectively and address the needs
and desires of the community members. For larger bodies, like
state governments or populous cities, collecting this information
is achievable through the dedication of workforce and surveyors.
However, smaller municipalities can often lack the funds and
the resources. Consequently, this will foster reactive management
of public infrastructure such that information is collected after
an issue occurs and becomes major rather than minor, so
repairs can be more expensive if the damage is significant. This
only applies more strain to the limited budgets. To solve this
issue, crowdsourcing information about the condition of public
infrastructure from the community in the municipality can be
used. Therefore, we developed a crowdsourcing based system to
address this issue. The data will be collected through the use
of public software that will seek to collect data and encourage
users to report about all issues—, not just severe or significant
damages. By receiving reports about all issues, regardless of
severity, municipalities will have the information not only to react
to and fix the damage, but also they may proactively predict,
repair, and prevent severe damages based on timelines of reports
about more minor issues. Moreover, upon the adaptation of this
method proves to be helpful, this research aims to produce and
deploy such software to benefit smaller municipalities.

Index Terms—crowdsourcing, design, reporting, infrastructure

I. INTRODUCTION

Civil infrastructure is an imperative part of all societies,
and it requires a significant amount of social resources [1].
It is the glue that holds together the cultural, environmental,
and social structures that create a more civilized community.
Consequently, smart infrastructure investment and designs
enhance connectivity, productivity, and satisfaction within a
community. Therefore, when a city is engaging in smart
infrastructure design and investments, it is more likely to see
economic success and to attract new residents to keep its
economy growing [2]. This is very important in an age where
cities are competing for investments, talent, entrepreneurs, and
young families [3].

However, making beneficial decisions regarding the use of
allocated funds for public infrastructure is one of the most
important problems that local governments face [4]. It requires
high-cost decision-making and demanding amounts of time
and research in order to determine the locations and severity of

public infrastructure damage [5]. Along with this, community
input should be gathered and considered before the develop-
ment of new businesses and infrastructure into a community.
For a beneficial budgeting plan to be made, the local gov-
ernment needs to know the condition of its infrastructure and
the opinions of members of the community. Although larger
bodies such as state governments and populous cities have the
resources to dedicate a workforce to the collection of data
regarding the condition of their infrastructure, geographically
smaller and less populous municipalities may not have the
funds and/or resources [6].

For small municipalities, a method of solving this issue
is to utilize crowdsourcing to gather this data from people
living in the municipality. If large amounts of community
involvement occur, crowdsourcing would allow for enough
data to be collected at low-cost [7], and it essentially gives
access to a large group of potential workers, all of whom
have a diverse range of skills and experiences within the
municipality [8]. In order to utilize crowdsourcing for this
purpose, a means for those living in the municipality to inform
their local government of issues with public infrastructure must
be established and commonly used.

Generally, issues with public infrastructure are reported by
individuals to the local government owning the infrastructure,
and there are many available methods for anyone to create
such reports. Many cities utilize websites, emails, and phone
lines that allow the community to inform them about public
safety hazards and damages. Also, government infrastructure
organizations in each state, such as the Division of Transporta-
tion [9], provide the public with forms with which to report
roadway issues—such as potholes—on their website, and they
allow people to create claims for reimbursement if these issues
are the cause of damage to personal property.

Besides these options, there have been efforts to enhance
convenience and connectivity to those living in cities of
all sizes. Applications—[10], [11], [12] for examples—have
been developed to allow users to easily and conveniently
report damaged public infrastructure using a phone app. These
applications allow for individuals to submit these issues to
their local governments and allow those living in communities
to see other’s reports and to be informed of the hazards and
damages around them. They also provide the community with
tools to up-vote others’ reports to make an effort to enhance
the relationships of the local government and its people based
on consideration of and response time to the issues presented



by the people.

All of these options successfully allow for the public to
inform the government about public infrastructure, which is
a goal of this paper, but the uniqueness of this paper is to
supply data such that local governments can make beneficial
budgeting decisions for their public infrastructure. Therefore,
simply collecting reports from users after damages have oc-
curred may not be sufficient. Users should be encouraged to
report any damage regardless of its impact or severity, so local
governments have sufficient data to be proactive and address
damages in earlier stages. Along with this, users need to be
encouraged to report often and whenever they see potential
issues rather than only reporting about damages that have
affected them already.

Therefore, the objectives of this paper are to analyze the
usefulness and effectiveness of crowdsourcing as a low-cost
option of data collection for small municipalities and to design
software such that local governments will receive information
in a format that allows them to proactively—, not just re-
actively—manage their public infrastructure.

The key contributions of this paper are:

o Software, which allows users to conveniently report about
public infrastructure and to inform local government, is
designed and tested.

o The ability of the software to collect meaningful and
detailed reports while maintaining convenience and speed
is analyzed through the results of small-scale application
deployment and analyzing each submitted report.

o The overall effectiveness of the collected data in docu-
menting the infrastructure condition of an area and the
ability of such data to be used in proactive infrastructure
management is analyzed during the deployment.

The results of the small-scale deployment of the software
design showed that, on average, it takes new users 140.38
seconds to complete a report and returning users only an
average of 78.15 seconds. Along with providing a short
reporting time, it is determined that 82% of reports provide
an accurate location, 97% of reports effectively convey the
type of damage and its severity, and 100% of reports are able
to document the time of the report such that a timeline of
the damage could be created. Overall, 93% of reports can be
easily used for proactive management.

Along with these things, user feedback shows that 89% of
users who leave feedback favor the use of a questionnaire
rather than a required written description to accelerate the
reporting time. Also, 5% of users inform of confusion or issues
with the design of the reporting software.

The remainder of this paper is organized as follows: Sec-
tion II discusses the reasoning for the initial software design.
Section III discusses the system design and the structure of a
damage report. Section IV discusses a small-scale deployment
of the crowdsourcing software and analyzes the successes
and failures of the software design. Section V concludes the
research and discusses future work and plans for the software.

II. DETERMINING EFFECTIVE DESIGN FOR
CROWDSOURCING SOFTWARE

To provide a method of crowdsourcing data for a small
municipality, it is determined that software can be developed
and makes easily accessible to every individual living within
the municipality. Before development for the software, existing
software to collect such information, such as reporting forms
for potholes on public streets, have been examined for both
effectiveness and shortcomings. Consider the damage to a
public roadway, such as a pothole, at Marshall University in
Huntington WV, USA. When someone observes the damage
and intends to report it, the individual will utilize one of the
available reporting options. One option is to visit the website
for the City of Huntington in order to report the pothole,
but one will only find a web page [13] instructing him/her
to call the Public Works Department. Alternatively, one can
submit a written description of the damage to one of the emails
provided on the web page. This method can quickly fail to
inform the local government about the issue if the individual
reporting leaves insufficient information about the damage or
its location. The other method the individual could consider
would be to use the WVDOT website [14] to report the
damage to the state government. While this method provides a
reporting form that will effectively collect the location of the
damage from the user, it still relies on a thorough and accurate
description from the person writing the report. Along with
this, the form requires much unnecessary personal information,
such as name, email, and mailing address.

Both of these methods share similar issues, and they
contribute directly to reactive management of infrastructure
rather than proactive. It is likely that this occurs for two
reasons. First, many people do not worry about an issue
until it affects them directly. It is unlikely for someone to
be concerned about a developing issue unless it causes an
issue for them. For example, many people will not take the
time and effort required to report a pothole unless the pothole
causes a significant inconvenience, such as causing damage
to one’s vehicle, and the individual’s notification to the local
government will more likely be in the form claim of damage to
personal property rather than an informational report regarding
the pothole itself. Second, many of the existing methods
of reporting public infrastructure damages are inconvenient
and/or confusing. As stated before, the WVDOT reporting
form [14] requires much personal information, and it asks
repetitive questions. For example, users are instructed to enter
the county, route number, road name, nearby landmarks, etc.,
but the user also is instructed to click the exact coordinates
of the damage on a map. For these reasons, an individual on-
the-go may decide not to report observed issues to the local
government even if the issue is obvious and significant.

These issues matter and they continue to promote reactive
management of infrastructure by causing many users only to
report major issues after the fact, so in order for crowdsourcing
software to promote proactive management, these issues will
need to be addressed in the design process. In order to



encourage users to use the software more frequently and for
less significant issues, the design of the software must value
convenience highly. It should be easily accessible to anyone
at any time, and completing a report should take very little
time. The user interface must be inviting and simple to effec-
tively encourage all users, regardless of age or technological
experience, to enjoy creating reports, and this assures that
users are more likely to return to the software again [15].
The software must also assure users that their reports are
being efficiently collected, presented, and considered by the
local government. If these elements are all executed well,
users may be more likely to report less significant issues.
Catching issues at early stages in damage significantly help
municipalities to prevent worsening of the issue into one which
is severe and/or hazardous, and in doing so, potential injuries
and further damages can be prevented [16].

However, this poses another issue. If the reporting process
is made with too much focus on fast reporting times and
convenience, less-detailed reports may be submitted. The more
detailed each report is, the more effective its information can
be used to help a municipality in making budgeting decisions,
and without reports that are easy to interpret, categorize, and
organize, the software will lose its ability to be meaningful
and effective. Therefore, the existing process for such software
where users create written descriptions may prove to be
ineffective.

Therefore, the design of this software must find the balance
between reporting speed and reporting detail. To find this
balance, it is determined that a questionnaire can be provided
to users instead of requesting written reports. This way, a
user can file a report with only a few clicks. Along with
this, automation can be used to accelerate this process. For
example, if the user is to report an issue when she/he sees it,
the location and time can be recorded automatically.

Using the above principles, the software is designed to
accomplish this goal.

III. SYSTEM MODELS

In this section, the system’s design, organization methods
for the database of information, and the structure of a report
are introduced.
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Fig. 1. System design to collect data through crowdsourcing.

Fig. 1 shows a model of the structure of the software system.
The server utilizes a full LAMP-stack design to provide crowd-

sourcing software to the public, store all answers to public
reports, and handle requests for data from municipalities.

The software available to the public is a website providing
a form with which to create a report. When a report is com-
pleted, the data is sent to the server. The server holds all of the
reports in a database system accessible by a local government,
and that local government may use this information when
developing budgeting plans for public infrastructure, making
repairs in the early stages of damage, and addressing major
damages.
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Fig. 2. Organization of the Database System.

Fig. 2 shows the organization of reports in the database sys-
tem. Each local government to access the system may navigate
through a database of every piece of infrastructure that has ever
received a report within the governing body. Upon accessing
a piece of infrastructure, a timeline of every report—and each
time a report is addressed/repairs are made—may be accessed.
This structure aims to encourage proactive management of
infrastructure by making patterns of issues completely obvious
to observers.
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Fig. 3.

Update to organization of database storage and access.

This database design is adopted for this system after an-
alyzing results from the software’s deployment (discussed
in Section IV). The previous design of this software —as
shown in the left of Fig. 3—shared similarities with existing
applications such that it would provide local governments
with maps and lists of every report. This design failed to
encourage proactive management because the progression of
damage documented from many reports may not be obvious
to observers. Therefore, instead of showing maps of every



report, in the current design, the maps now show each piece of
infrastructure, and upon selecting one, a chronological timeline
of reports will be accessible in list format. This way, the
observer will see the lifespan of a piece of infrastructure
leading up to the most recent damage.
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Fig. 4. Structure of an Infrastructure Damage Report

Fig. 4 shows the structure of a damage report. When a user
begins creating a new report, the user is instructed to complete
it at the location of the issue being reported and then prompted
to take a photograph of the issue. Through additional options,
the user can see whether a picture is necessary for the issue
being reported. Usually, a photo is required unless obtaining
the photo could put someone at risk, such as obtaining a
picture of a pothole on a busy street.

After obtaining the photo, the device’s current location is
used for reporting —with the user’s consent —is recorded au-
tomatically. The user is then presented with the first multiple-
choice question. These questions are dynamic depending on
user answers, and there can be a maximum of four questions.
These questions are optimized such that the entire report
should take about a minute to complete, and the reporting
application communicates with the server to determine which
questions best narrow down the issue quickly. The flow of the
questions is organized using a decision tree [17].

The first question asks about the type of infrastructure that
is being reported; for example, users will answer roadway,
sidewalk, bridge, building, etc. Upon answering this question,
the server compares the answer and the location to other
reports, and if it finds matches, it presents the user with a photo
from a recent report and asks the user if he/she is reporting
about this piece of infrastructure. If so, the report is associated
with an existing piece of infrastructure in the database and will
be added to the timeline. If not, then this piece of infrastructure
will be added to the database, and this report will begin the
timeline of reports about the piece of infrastructure.

The remaining questions serve to narrow down the specific
issue and its severity quickly. For example, if the user selects
a sidewalk, the second question will give options related to
sidewalks to choose from, such as cracking, water accumula-
tion, etc. Then, the user may be prompted to rate the severity
of the issue or its posed safety risk to the public on a scale of

one to five.

At this point, the user may submit the report, and the report
should contain sufficient details such that it can be easily
interpreted and used. However, in some specific cases, more
information may be necessary. For example, if the user reports
about damage inside a public building, additional written
details may be necessary for the location of the problem to be
located inside. The GPS information will likely be insufficient,
so users will be asked to leave brief information about the
room.

IV. DEPLOYMENT AND ANALYSIS OF RESULTS

In January 2021, the crowdsourcing software was made
available to students at Marshall University. The university
would simulate a small municipality, and the researchers
would serve as the local government of the municipality.
Students were able to access the website throughout the Spring
2021 semester, and they were able to report about any in-
frastructure on Marshall University campus. This deployment
aimed to analyze the effectiveness of the software design, to
determine if the software effectively collects and organizes
data in a meaningful and useful way, and to determine if
reports are both completed quickly but detailed enough to be
used efficiently and proactively

Throughout the semester, the speed at which students com-
pleted reports were analyzed. To accomplish this, a timestamp
was recorded along with each user’s answer submitted. This
allows us for a complete analysis on which sections of a report
caused users the most issues, and it also informs which parts
of the report went well for users. Along with these things, it
assists us to whether the overall reporting process is efficient or
if it needs further improvements in performance or structure.
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Fig. 5. Scatter plot to represent the amount of time it takes for new users
to complete a report.

Fig. 5 shows the total amount of time it takes a user to
complete his/her first report. If a user does not complete
a report at all or is idle for more than 90 seconds while
completing a report, the result is not included since these
results do not accurately reflect the actual amount of time



it takes to complete a report. On average, it takes new users
140.38 seconds to complete a report. The design of this report
aims to make reports take about 90 seconds since a faster
reporting time will likely attract users to return to the software
again.

This concern related returning to software to report other
issues are observed to be valid because only 23% of previous
users returned to the software to complete a second report. To
find the root cause of this issue, the timestamps of users who
had already completed a report before were analyzed, and the
percentage of users who returned was measured.
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Fig. 6.  Scatter plot to represent the amount of time it takes for returning
users to complete a report.

Fig. 6 shows the total time that it takes for returning users
to complete a report. As expected, returning users are able to
complete reports more quickly. The average time to complete
a report for these users is 78.15 seconds which is under the
aim of 90 seconds. This is a shorter amount of time than
anticipated and shows that the report design has the potential
to be completed quickly.

Because of this, it is determined that the primary reason
that new users take much longer to complete reports is
explicitly due to the interface design and provided instructions.
The questions and answer choices provided to users are not
sufficiently self-explanatory, and it takes new users longer to
understand what is asked of them. Along with this, users
may have experienced issues navigating the web form due
to browser incompatibilities, having JavaScript disabled, etc.
These are issues that will need to be addressed in the future
to ensure users take enough interest in this project to return
to the software.

As discussed previously, this study aims to find a balance
between having a short reporting time and ensuring that reports
are detailed enough to be used effectively, and it proves to be
successful. Along with providing users with a short reporting
time, most reports include a sufficient amount of details for
municipalities to use.

Fig. 7 shows the percentages of valuable data from the
submitted reports. Here, valuable data refers to data that com-
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Fig. 7. The percentage of which data collected are useful and informative
for local governments to interpret.

pletely and obviously portrays an answer. Regarding finding
the damage location, 82% of the reports obtained clearly
expressed the location within 30 feet. The remaining 18%
consisted of users who either reported from the inside of
a building or those who misunderstood the instructions and
reported about an issue they were not near. Several of those
reporting from inside a building clearly described the problem
when prompted but failed to provide any necessary details
regarding the location. For example, a report was received
requesting more visibility of yellow paint on a stairway.
However, the specific stairway was never mentioned, and the
user’s GPS gave a location outside of the building which was
not near any staircase. Reports regarding damage to roadways
were not considered in this percentage because getting within
30 feet of the damage could be dangerous to users, so users
were specifically instructed to stay safe and avoid walking on
roadways. Because of this, some users did not submit a photo
or an accurate location.

Regarding the damage itself, 97% of reports effectively
communicated the issue in an unambiguous way. Answers
to the questionnaire definitively defined the exact issue, and
severity ratings from users and the submitted photo showed
the exact severity of the damage. The remaining 3% consisted
of reports where the issue fell outside of the available options
for questions. For example, if a user reported damage to a
public bench, they would choose either ’Sidewalk’ or *Other’
when asked what piece of infrastructure was being reported.
Although descriptions and photos easily and quickly narrow
down the issue, they may be ambiguous depending on the
description provided by the user.

Regarding the time and date, 100% of the reports gave
appropriate details such that the reports could be organized
chronologically. Because this process was automated, it was
expected that a high amount of reports would accomplish
this. However, user misunderstanding and long idle times
—from users leaving the web page open and finishing a



report later date or time —could have addicted this percentage.
Safeguards, such as time-out features, will be implemented
in the future. From this data and further inspection of the
submitted reports, it is determined that a total of 93% of the
reports are overall useful and complete.

Along with analyzing reports for their speed and detail,
user feedback about the software is addressed. Regarding the
design, users provided much feedback about slight changes
to enhance convenience and design, and this feedback will be
addressed. Along with this, there was much feedback about the
system design itself. Because the system utilized a website,
users with poor internet connections faced inconveniences.
Also, several browser compatibility issues were reported. For
example, those using the Microsoft Edge browser were unable
to save reports to the database. When the user’s coordinates
are recorded, an API call is made in order to reverse-geocode
the location. Then, this information is used to appropriately
place the report in the database for the correct municipality.
The browser can be incompatible with the API call made, thus
throwing confusing errors to users about MySQL insertion.

The design received positive feedback as well. Of the
users who commented about the design of a report, 89% of
users liked the design of a questionnaire system to accelerate
the reporting process when compared to written reports as
used by existing sites [14]. Other users commented about
the appearance of the site and accessibility specifics. Most
accessibility features, such as text-to-speech, are handled by
the device and browser used for reporting, but issues like small
text size should be updated.

V. CONCLUSION AND FUTURE WORK

In order for a municipality to create a beneficial bud-
geting plan for infrastructure maintenance and projects, it
must first know the condition of its infrastructure. However,
small municipalities may lack the funds and/or resources to
gather such information, so to provide such municipalities
with this information, the data is gathered from those living
in the municipality through software utilizing crowdsourcing.
Along with gathering data, the software intends to encour-
age proactive management of infrastructure by encouraging
users to report about all issues—regardless of severity at
that time—and presents the information in a meaningful way.
This way, municipalities may recognize patterns and conclude
timelines of damage progression. This software was developed
and deployed in a case study, and it is designed to be both
fast and thorough through the use of a decision tree rather than
through written descriptions.

Our proposed software and crowdsourcing technique are
proved to be successful but need several improvements to
be considered in future work. It is apparent from reporting
times and feedback that instructions need to be made clearer,
and browser incompatibilities and network issues will need
to be addressed. This issue will be solved through the re-
development of the reporting software into a native mobile
application. This way, different browsers cannot change a
user’s experience through varying CSS or script interpretation

[18], and the reporting software will not have to be fetched
from the server. Communications with the server can occur
through asynchronous API calls, allowing for a seamless
user experience even at slower network speeds. Besides these
things, further studies about public acceptance and popularity
of the application will be conducted.
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